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ABSTRACT
Passwords are the most common user authentication methods. Pass-
word policies regulate passwords to a certain degree of complexity,
which also makes it difficult for users to create and remember pass-
words. Password managers improve both security and usability by
allowing users to memorize only one master password. However,
authenticating to the password manager with the master password
has the risk of exposing all passwords when the security of the
password manager is breached. We present a password manager,
MonoPass, that leverages a master password to regenerate consis-
tent passwords across a variety of devices and passes password
metadata through a central server. MonoPass enables users to syn-
chronize passwords without storing user data on the server and
without using authentication with the master password.

CCS CONCEPTS
• Security and privacy → Usability in security and privacy;
Authentication.
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1 BACKGROUND
Passwords are known as common user authentication methods. To
protect passwords from adversaries, many websites (e.g., Google
and Facebook) demand users to follow password policies that en-
force users to create passwords with complexity to protect pass-
words (e.g., passwords should be longer than 9 characters, contain
at least one special character, at least one lowercase character, and
at least one single-digit number). However, Komanduri et al. re-
ported that the password policy of the websites made it difficult
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for users to create and memorize passwords [13]. In order to use
multiple websites and follow the password policy, some users use
the same password for multiple websites, or use a small change
of existing password [7]. These coping strategies could weaken
the security of password authentication [11]. For example, when
the password of one website is exposed, the password of another
website using the same password would be also exposed. Password
managers may provide a solution for users to easily create and
remember passwords. For example, the password managers allow
users to remember only one master password. They generate or
encrypt multiple passwords of high complexity using the master
password. Nevertheless, if the password manager stores all the
passwords, an attack against the password manager risks exposing
all passwords. For instance, if the master password authentication
of the password manager is breached through offline brute force
attacks, all passwords stored in the password vault will be exposed.
Therefore, users would need a system that manages their passwords
securely. In the following sections, we present MonoPass, a pass-
word manager that creates passwords and synchronizes passwords
across multiple user devices without storing any passwords.

2 RELATEDWORK
Prior work proposed a variety of password generation algorithms
and management systems [1–5, 8–10, 15–21]. One way to create
passwords while protecting them from attacks on storage was to
store only partial data of the password and hash this data with the
master password to generate final password [3, 9, 10, 16, 18]. For
example, Marky et al. [16] suggested a password generation scheme
that generates multiple passwords by hashing the master password.
Furthermore, previous studies showed that the functionality of the
password manager creates potential targets of the security attack.
For example, PALPAS [10] offered a password synchronization func-
tion but used authentication with the master password which is
exploitable by adversaries. To our knowledge, no password manage-
ment systems offered password regeneration, password update and
password synchronization without password storage, data storage
on a central server and authentication with a master password. In
a similar way as used by prior work [3, 9, 10, 16, 18], MonoPass
generates passwords by hashing them with a master password and
salt, because it stores less information about the password. How-
ever, MonoPass does not require the authentication with the master
password, even for the password synchronization.

3 SYSTEM OVERVIEW
MonoPass consists of three components: a password generator, a
password manager and a central server. The password generator
performs three activities: (1) receiving a master password from
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Figure 1: A password generation flowchart consists of user
inputs as circle symbols, generation procedures as square
symbols, and one password verification step as a diamond
symbol.

the user, (2) collecting metadata to be used as a hash salt, and
(3) hashing them to generate a final password. The detailed pass-
word generation procedure is described in the Section 3.1. The
password manager controls the creation, modification, and dele-
tion of password metadata, such as the username and password
length. These functions are described in the Section 3.2. The cen-
tral server controls the synchronization of data between the two
password managers. The synchronization method is described in
the Section 3.3.

3.1 Password generator
The password generator creates passwords by converting the mas-
ter password entered by the user. Fig. 1 depicts the password gen-
eration process. The password generator receives the following
metadata from the user: name of the password (e.g., the name of
the website), username, version of the password (e.g., the password
generation date), and password policy (e.g., length of the password,
required special characters). The password generation procedure
consists of hashing using the key derivation function, PBKDF2 [12]
and an encoding process to follow the password policy. In the first
hash, the password generator converts the master password using
PBKDF2 and HMAC-SHA256 or HMAC-SHA512 [6, 14] for the hash
functions. In this process, the metatdata (name of the password,
user name and the versions of the password) is concatenated and
used for the salt of PBKDF2. The password generator encodes the
hash output to follow the password policy. The generator uses the
password policy information (such as password length, special char-
acter types, uppercase alphabet, lowercase alphabet and numeric

requirements) from the metadata to encode the hash. The generator
creates an encoding table with the password policy requirements
of letter case, number, and special character type. For example,
if the password should contain at least one lowercase alphabetic
character, at least one digit, and at least one special character “_
(underbar)”, the encoding table will be filled with 26 lowercase al-
phabetic characters (a to z), 10 single-digit numbers (0 to 9), and
one special character. Since the size of the encoding table is 256,
after filling in the first 37 characters, repeating from the lowercase
alphabet to fill the table. The generator converts the hash output
using the encoding table and shortens the password by the pass-
word length required by the password policy. Since the hashing
and encoding process do not guarantee that the password follows
the password policy, the generated password must be verified if it
meets the password requirements. If the encoded password does
not follow the policy, the generator pushes the encoding table 26
characters and re-encodes the hash except a few verified characters.
Otherwise, the generator displays the final password to the user.

3.2 Password manager
The password manager manages the metadata used for password
generation. The password manager has three main tasks: creation,
modification, and deletion of password metadata.

3.2.1 Creation of password metadata. Users are allowed to create
new metadata by pushing the “Create new password” button in
the password manager’s options menu (see Fig 2). The password
manager provides the user with a metadata entry form. Assuming
that only one master password is used, one metadata corresponds
to one password. Therefore, a user who uses multiple passwords
would create metadata corresponding to each password.

3.2.2 Modification of password metadata. Users are allowed to up-
date the final password by modifying the metadata of the password
instead of the master password. When the user selects one of the
metadata shown on the screen and pushes “Modify this password”
button (see Fig 2), the password manager presents the user with a
form in which the modified metadata should be entered as when
creating metadata. If a simple password update is required, the user
only needs to update the password version without changing the
rest in the metadata. If the password policy is changed so it is nec-
essary to change the password length or character types, the user
should update the corresponding contents in the metadata. When
the user completes the input, the password manager overwrites the
modified metadata over the previous metadata.

3.2.3 Deletion of password metadata. Users are allowed to delete
metadata from the password manager. If the user select one of the
metadata and push the “Delete this password” button (see Fig 2),
the meta data will be deleted.

3.3 Central server
In order to use the same password on other devices that do not
have the same metadata, the function of transmitting the metadata
to another device is essential. MonoPass synchronizes the meta-
data through the central server. First, the user enters an arbitrary
identification code in the device to send the password metadata. If
the code is the same as one of the codes existing on the server, the
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Figure 2: Implemented screens. Left and center are
MonoPass Android app implementation screens. The
right side shows a comparison of the password generation
results on two different devices (i.e., Android smartphone
and Windows PC).

server asks the user to enter a new code. If the code is a new one,
then, the user enters the same code from the other device to receive
the metadata. The central server identifies the two devices to which
the metadata is to be delivered by the identification code. The user
should confirm the connection on both devices to prevent incorrect
connection. Metadata would be passed from one device to the other
via the central server. Users are allowed to obtain consistent final
passwords by using the same metadata and the master password
(see Fig 2). To avoid the risk of password exposure from the security
attacks against the central server, the server should keep the data
only in the main memory temporarily and remove the metadata
when all the metadata is transmitted.

4 CONCLUSION AND FUTUREWORK
We present MonoPass for generating, managing, and synchroniz-
ing passwords. MonoPass provides users with password generation
through the existing password generation scheme that hashes the
master password with a salt. The key contributions of this study are
twofold: implementing a passwordmanagement system to show the
device independence in two different environments, and showing a
method of synchronizing passwords while maintaining the secu-
rity advantages of the password generation algorithm. MonoPass
provides security benefits against adversary threats. In addition to
that exposing one password may not leak other passwords or the
master password, the master password exists in the device memory
only during the password creation and input process. Also, even
if adversaries steal all of MonoPass’ data, they still would need to
perform brute force attacks against real services to get the master
password. However, there still remain limitations in our study. First
of all, password synchronization is only possible through a central
server. It would not be possible to transmit the metadata to another
device without an Internet connection. Second, we did not evaluate
the usability and feasibility of MonoPass with users in real-life
scenarios. It may be inconvenient for users to enter metadata, to
enter a master password, and/or to copy and paste passwords from
MonoPass. Last, while we did not conduct a security analysis of
MonoPass, we may need to examine whether a password generated
by MonoPass can protect its master password in a specific threat
scenario. Future work still remain to integrate additional password
synchronization methods, such as using a USB connection, into

MonoPass to increase device independence. Also, we plan on evalu-
ating the usability and feasibility of MonoPass with potential target
users. MonoPass has potential to manage passwords for users who
use passwords across multiple devices and are willing to secure
the master password without storing passwords in any form. We
hope that MonoPass enables users to interact with an intelligent
user interface for authentication to access information technology
and provides inspiration for researchers investigating systems that
store, transmit, and use sensitive information.
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